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1
SYSTEM AND METHOD FOR MANAGING
CODE DISPLACEMENT

BACKGROUND OF THE INVENTION

The present invention relates to managing code in a soft-
ware application or the like, and more particularly to a system
and method for managing code displacement or temporary
deactivation on a predetermined basis to improve operation of
an application, server or system.

When web based applications begin to have performance
issues, such as overloading, excessive traffic or similar per-
formance issues, there are only a few alternatives available for
managing the performance of the application. In one alterna-
tive, a server or a server component may determine where and
how many instances of the application may be running. This
may prevent several clients from being able to utilize the
application that need to. Another alternative may be Edge-
Computing as provided by Akamai of Cambridge, Mass.
EdgeComputing is a trademark or service mark of Akamai in
the United States, foreign countries or both. With EdgeCom-
puting, applications may be moved out into what is referred to
as the edge and into larger distributed environments. Each of
these alternatives are coarse grained and operate by managing
the entire application as opposed to a more fine grained man-
agement, such as managing at the component level within the
application.

Another option is to package the different parts of an appli-
cation separately and to permit management of the different
parts through one of the solutions discussed above. However,
this increases the number of deployment units for an appli-
cation. Such an arrangement may be manageable for an appli-
cation with a minimum number of components, but for hun-
dreds of components or modules this arrangement can make
the deployment of an application very unmanageable.

BRIEF SUMMARY OF THE INVENTION

In accordance with an embodiment of the present inven-
tion, a system for managing code displacement may include a
manager and an application operable on a server. The appli-
cation may include a plurality of modules. Each module may
perform a different operation. The system may also include
priority information associated with each module to permit
the manager to deactivate one or more selected modules
based on the priority information to improve performance of
the application.

In accordance with another embodiment of the present
invention, a method for managing code displacement may
include monitoring a load on an application, wherein the
application may include a plurality of modules. The method
may also include deactivating a selected number of modules
based on a predetermined basis associated with each module
in response to the load on the application exceeding a prede-
termined threshold.

In accordance with another embodiment of the present
invention, a computer program product for managing code
displacement may include a computer usable medium having
computer usable program code embodied therein. The com-
puter usable medium may include computer usable program
code configured to monitor a load on an application, wherein
the application includes a plurality of modules. The computer
useable medium may also include computer usable program
code configured to deactivate a selected number of modules
based on a predetermined basis associated with each module
in response to the load on the application exceeding a prede-
termined threshold.
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2

Other aspects and features of the present invention, as
defined solely by the claims, will become apparent to those
ordinarily skilled in the art upon review of the following
non-limited detailed description of the invention in conjunc-
tion with the accompanying figures.

BRIEF DESCRIPTION OF THE SEVERAL
VIEWS OF THE DRAWINGS

FIG. 1 is a block diagram of an example of a system for
managing code displacement or temporary deactivation in
accordance with an embodiment of the present invention.

FIG. 2 is a flow chart of an example of a method for
managing code displacement or temporary deactivation in
accordance with an embodiment of the present invention.

FIG. 3 is flow chart of an example of a method for manag-
ing a cache return value in accordance with an embodiment of
the present invention.

FIG. 4 is a flow chart of an example of a method for
managing code displacement or temporary deactivation in
accordance with another embodiment of the present inven-
tion.

DETAILED DESCRIPTION OF THE INVENTION

The following detailed description of embodiments refers
to the accompanying drawings, which illustrate specific
embodiments of the invention. Other embodiments having
different structures and operations do not depart from the
scope of the present invention.

As will be appreciated by one of skill in the art, the present
invention may be embodied as a method, system, or computer
program product. Accordingly, the present invention may
take the form of an entirely hardware embodiment, an entirely
software embodiment (including firmware, resident software,
micro-code, etc.) or an embodiment combining software and
hardware aspects that may all generally be referred to herein
as a “circuit,” “module” or “system.” Furthermore, the
present invention may take the form of a computer program
product on a computer-usable storage medium, such as for
example medium 126 in FIG. 1, having computer-usable
program code embodied in the medium.

Any suitable computer usable or computer readable
medium may be utilized. The computer-usable or computer-
readable medium may be, for example but not limited to, an
electronic, magnetic, optical, electromagnetic, infrared, or
semiconductor system, apparatus, device, or propagation
medium. More specific examples (a non-exhaustive list) of
the computer-readable medium would include the following:
an electrical connection having one or more wires, a portable
computer diskette, a hard disk, a random access memory
(RAM), a read-only memory (ROM), an erasable program-
mable read-only memory (EPROM or Flash memory), an
optical fiber, a portable compact disc read-only memory (CD-
ROM), an optical storage device, a transmission media such
as those supporting the Internet or an intranet, or a magnetic
storage device. Note that the computer-usable or computer-
readable medium could even be paper or another suitable
medium upon which the program is printed, as the program
can be electronically captured, via, for instance, optical scan-
ning of the paper or other medium, then compiled, inter-
preted, or otherwise processed in a suitable manner, if neces-
sary, and then stored in a computer memory. In the context of
this document, a computer-usable or computer-readable
medium may be any medium that can contain, store, commu-
nicate, propagate, or transport the program for use by or in
connection with the instruction execution system, apparatus,
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or device. The computer-usable medium may include a
propagated data signal with the computer-usable program
code embodied therewith, either in baseband or as part of a
carrier wave. The computer usable program code may be
transmitted using any appropriate medium, including but not
limited to the Internet, wireline, optical fiber cable, radio
frequency (RF) or other means.

Computer program code for carrying out operations of the
present invention may be written in an object oriented pro-
gramming language such as Java, Smalltalk, C++ or the like.
However, the computer program code for carrying out opera-
tions of the present invention may also be written in conven-
tional procedural programming languages, such as the “C”
programming language or similar programming languages.
The program code may execute entirely on the user’s com-
puter, partly on the user’s computer, as a stand-alone software
package, partly on the user’s computer and partly on a remote
computer or entirely on the remote computer or server. In the
latter scenario, the remote computer may be connected to the
user’s computer through a local area network (LAN) or a
wide area network (WAN), or the connection may be made to
an external computer (for example, through the Internet using
an Internet Service Provider).

The present invention is described below with reference to
flowchart illustrations and/or block diagrams of methods,
apparatus (systems) and computer program products accord-
ing to embodiments of the invention. It will be understood
that each block of the flowchart illustrations and/or block
diagrams, and combinations of blocks in the flowchart illus-
trations and/or block diagrams, can be implemented by com-
puter program instructions. These computer program instruc-
tions may be provided to a processor of a general purpose
computer, special purpose computer, or other programmable
data processing apparatus to produce a machine, such that the
instructions, which execute via the processor of the computer
or other programmable data processing apparatus, create
means for implementing the functions/acts specified in the
flowchart and/or block diagram block or blocks.

These computer program instructions may also be stored in
a computer-readable memory that can direct a computer or
other programmable data processing apparatus to function in
a particular manner, such that the instructions stored in the
computer-readable memory produce an article of manufac-
ture including instruction means which implement the func-
tion/act specified in the flowchart and/or block diagram block
or blocks.

The computer program instructions may also be loaded
onto a computer or other programmable data processing
apparatus to cause a series of operational steps to be per-
formed on the computer or other programmable apparatus to
produce a computer implemented process such that the
instructions which execute on the computer or other program-
mable apparatus provide steps for implementing the func-
tions/acts specified in the flowchart and/or block diagram
block or blocks.

FIG.1isablock diagram of an example ofa system 100 for
managing code displacement or temporary deactivation of
selected modules in accordance with an embodiment of the
present invention. The system 100 may include an application
server 102, processor or the like. The application server 102
may be an IBM WebSphere Application Server (WAS) or
other type application server. IBM and WebSphere are trade-
marks of International Business Machines in the United
States, foreign countries, or both. The application server 102
may be accessed by a plurality of clients 104 via a web server
106 or similar internet gateway.
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One or more applications 108 may be operable on the
server 102. Each application 108 may have a specific purpose,
such as facilitating stock transactions, providing stock
quotes, providing financial services, e-commerce or other
services. Hach application may include a plurality of modules
110 or similar units. Each module 108 may perform a par-
ticular function within the application 108. A module may be
set of software instructions, data structure, code or the like
that perform the particular function or operation and may
return a value or data to the application 108 or another module
110. Examples of different functions or operations that may
be performed by individual modules in an application may
include security, application logging at different levels, audit
logging, presenting data, controlling operation of servlets,
policy view and updating and other functions or operations
depending upon the particular application. A stock transac-
tion application, for example, may also include acquiring and
presenting stock quotes and conducting stock transactions.

A manager 112 may be operable on the server 102 or may
be associated with the server 102. The manager 111 may be
adapted to permit managing code displacement by disabling
or caching lesser priority, non-critical modules or module
functionality. Priority information 114 may be associated
with each module 110. The manager 111 may deactivate or
disable selected ones of the modules 110 based on the priority
information 111 associated with each module 110 to improve
performance of'the application 108 or server 102. The priority
information 111 may include a level of desirability for the
associated module 110 to execute based on an importance of
the associated module 110 to the application 108.

A property file 116 may include the priority information
and other information associated with each module 110. For
example, the property file 116 may include an identity of each
module 110, an importance associated with each module 110,
a type of replacement associated with each module 110 or
similar information or data. The type of replacement associ-
ated with each module 110 may include one of a no operation
(NOP) type function, a cached return value function or other
type of replacement to be returned in response to a deactivated
module being called and wherein the particular type of
replacement is associated with the deactivated module 110.

One example of a property file 116 may be to identity each
module 110 by a module name or description and to provide
a measure of importance associated with the module 110. In
the following example, the importance may be measured
from O to 100 with 0 being unimportant and 100 being most
important to the operation of the application 108.

Security: 100

Application Logging Level 1: 50

Application Logging Level 2: 30

Application Logging Level 3: 10

Audit Logging: 100

Presentation (JSP): 100

Controller (servlets): 100

EJBs

Policy View: 10

Policy Update: 60

Claim Insert: 100

Claim View: 80

Claim Update: 100

Pay Claim: 100

Stock Quote: 10

Stock Transaction: 100

In this example, application server 102 may begin running
the application 108 in its entirety. As the load starts to increase
on the application 108, a code injection 118 may be injected
to disable or deactivate a selected module 110 or selected
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modules 110 in response to a load on the application 102
exceeding a predetermined threshold. The modules 110 may
be disabled or deactivated in an order according their respec-
tive measure of importance. Accordingly, when the load ini-
tially exceeds the predetermined threshold, lower level
importance modules 110 may be deactivated and as the load
increases, higher level of importance modules 110 may be
deactivated. In the example above, Application Logging level
3 may be shut off, disabled or deactivated first. The Stock
Quote module may be deactivated next if the load increases
and so forth.

In another example of the property file 116, importance
may be expressed as a level of desirability for the module to
run as part of the application 108:

Security: required

Application Logging Level 1: desired & NOP

Application Logging Level 2: optional & NOP

Application Logging Level 3: not required & NOP

Audit Logging: required

Presentation (JSP): required

Controller (servlets): required

EJBs

Policy View: optional & Cached-Return-Value

Policy Update: desired & NOP

Claim Insert: required & Cached-Return-Value

Claim View: desired & Cached-Return-Value

Claim Update: required

Pay Claim: required

Stock Quote: optional & Cached-Return-Value

Stock Transaction: required

Java

PolicyView.class: desired & Cached-Return-Value

StockQuote.class: desired & Cached-Return-Value

StockTransaction.class: required

DetailedAnalysisModule.class: desired & Cached-Return-

Value

In this example, the level of importance to the operation of
the application 108 may be expressed as “required” for opera-
tion of the application 108, “desired” for operation,
“optional” for operation or “not required” for operation of the
application 108. Also defined may be the type of replacement
or return value in the event a deactivated module 110 is called
during operation of the application 108. For example, if the
load exceeds the predetermined threshold, the level 3 logging
could be shut off first with an NOP operation or no value or
data being returned. If the load continues to increase on the
application 108, the stock quote module could be deactivated.
However, the stock quote could have its cached return value
returned instead of a NOP replacement. The cached return
value may be stored in a memory cache 120. While the cached
value may be somewhat stale or outdated, this cached value
may be better than the NOP replacement.

The code injected 118 to shut off or disable a module 110
could also be “data not available due to load” or similar
statement as the return value or type of replacement for a
stock quote or other module where return of some notification
or information to a user may be desirable.

The previous example, where the level of importance is
expressed as a measure of importance from 0 to 100 may also
include a value or type of replacement to be returned in the
event the deactivated module is called or accessed during
operation of the application 108, similar to the example just
described. Additionally, while the measure of importance in
this example was expressed as 0-100 any quantification of the
measure or level of importance may be used.

As previously discussed, the code injection 118 may be
injected to disable, deactivate or shut off a selected module
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6

110 or selected modules 110 in response to the load on the
application 108 or server 102 exceeding a predetermined
threshold. When certain load thresholds are met, code in the
application 108 or selected module 110 may be disabled
based on its level of importance or desirability. The code may
be deactivated or disabled by having the relevant code (NOP,
Cache Return Value or alternate code) injected to temporarily
disable the module’s function.

The code injection 118 or injected code may be removed to
reactivate the selected module or modules in response to the
load falling back below the predetermined threshold or below
another preset threshold that may be different from the pre-
determined threshold as described herein. The deactivated
modules 110 may be reactivated in an order corresponding to
their respective importance or desirability. Accordingly, those
deactivated modules 110 having a higher level of importance
or desirability may be reactivated prior to those with a lower
level of importance or desirability as the load or traffic gradu-
ally decreases.

In accordance with another embodiment of the present
invention, the application server 102 may include the prop-
erty file 116 and any additional sets of files 112 that may
include an “alternative shut off code” for a selected module
110 or selected modules. In this embodiment, when certain
load thresholds are met, code or a module 110 may be dis-
abled, based on the code or module’s level of importance, by
having the alternative code injected. The alternate code may
replace the original class or code to temporarily disable the
code or module’s function. Code can either be provided by
the application 108, such as alternative code modules, or NOP
versions generated by the application server 102 that dummy
out methods within the application 108. This can be achieved
through one of multiple embodiments. One embodiment may
involve a classloader 114 reloading the original class with the
alternate class. Another embodiment may include a substitu-
tion of the classloader 114. Multiple classloaders 124 may all
hold different modules 110 disabled. As disability is required
the application 108 may point to different classloaders 114
that have the desired level of code capability. Classloaders
114 could be saved to a disk or other medium 126 in order to
save memory.

When the load thresholds fall back down the injected code
may be removed and the original implementation may be
allowed to process. This method could also be handled by
loading the alternate class or code, reworking the class’s or
code’s name or identity to take over the original implemen-
tation when load or traffic levels exceed the predetermined
threshold, and then unloading the alternate class or code and
reloading the original code when the load or traffic falls below
the predetermined threshold or other preset threshold.

FIG. 2 is a flow chart of an example of a method 200 for
managing code displacement or temporary deactivation in
accordance with an embodiment ofthe present invention. The
method 200 may be embodied in the system 100 of FIG. 1. In
block 202, performance parameters or the like, such as traffic
levels 204 or other measures of performance may be moni-
tored. In block 206, lesser priority modules may be identified
for termination of traffic in response to excessive traffic to an
application or application server, similar to application 108 or
server 102 of FIG. 1. In block 208, traffic may be terminated
to identified lesser priority modules as needed on a predeter-
mined basis. The predetermined basis may include a priority
of'the module to operate, utilization or demand for use of the
module, desirability of the module to be operating or other
basis as may be appropriate for the particular application.

In block 210 lesser priority or shutdown modules may be
identified to restore traffic in response to manageable traffic
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levels or similar operational parameters being determined by
the system or method. In block 212, traffic may be restored to
the lesser priority or shutdown modules on a predetermined
basis that may be similar to the basis utilized in terminating
traffic. Accordingly, traffic may be restored to selected mod-
ules according to their level of priority, desirability, utiliza-
tion or other measure or criteria. Blocks 206 and 208 may
operate in parallel with blocks 210 and 212.

Any results from block 208 or block 212 may be sentto a
traffic controller 214. The traffic controller 214 may signal an
On Demand Router (ODR) module shutdown and restart
multiplexer (MUX) 216 to shutdown or restart modules as
further described herein.

In block 218 a determination may be made whether the
command or signal from the ODR shutdown and restart MUX
216 is a shutdown or restart command or signal. If a shutdown
signal, the method 200 may advance to block 220. In block
220, a determination may be made as to the type of code to be
injected. The type of code may be based on a property file
similar to that previously described. The type of code may be
an NOP code, a cache-return-value type code or alternative
shut-off code or other type code. In block 222, the predeter-
mined code based on the property file may be injected into the
application or module to be deactivated.

If the command or signal in block 218 is a restart com-
mand, the method 200 may advance to block 224. In block
224, the injected code may be removed and the module or
code may return to its normal or original operation. The
method 200 may end at termination 226.

FIG. 3 is flow chart of an example of a method 300 for
managing a cache return value in accordance with an embodi-
ment of the present invention. As previously discussed, the
cache return value may be sent in response to a deactivated
module in an application being called or accessed during
operation of the application. The method 300 may be embod-
ied in the system 100 of FIG. 1 or a similar system. In block
302, input parameters 304 may be obtained. The input param-
eters 304 may control deactivation and responses from a
particular module as outlined in a property file, similar to
property file 116, associated with the particular module.

In block 306, a determination may be made if there is an
input key in the cache. If there is an input key in the cache, the
method 300 may advance to block 308. In block 308, the
cached return value may be obtained from a cache 310 cor-
responding to the key being equal the input. The return value
318 may be returned in block 312 and the method 300 may
end.

Ifthereis no inputkey inthe cache in block 306, the method
300 may advanceto block 314. In block 314, the original code
may be run. In block 316, a module return value 318 may be
acquired. In block 320, the return value 318 may be stored in
cache 310. The return value may be stored in the cache 310 in
association with a key set equal to an input 304 or input
parameter and an associated value set equal to a return value
318.

FIG. 4 is a flow chart of an example of a method 400 for
managing code displacement or temporary deactivation in
accordance with another embodiment of the present inven-
tion. The method 400 may be embodied in the system 100 of
FIG. 1 ora similar system. A manager 402 may monitor a load
on an application or server. The manager 402 may monitor a
central processing unit (CPU) 404 and/or a memory utiliza-
tion406. The manager 402 may be an existing Websphere XD
decision manager ofa WebSphere Application Server or simi-
lar manager of another type application server.

In block 408, a determination may be made if the CPU
utilization 404 or memory utilization 406 or both exceed a
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predetermined threshold or respective predetermined thresh-
olds. Ifthe predetermined threshold, both thresholds, or either
respective threshold is exceeded, as the case may be, the
method 400 may advance to block 410. In block 410, a deter-
mination may be made whether there are any modules avail-
able that are capable of being deactivated by alternate code. If
a module is available, the method 400 may advance to block
412. Inblock 412, modules capable of being deactivated with
alternate code may be determined or identified. In block 414,
the identified module or modules may be deactivated by
injecting the alternate code. The deactivated module or mod-
ules may be added to a deactivated module list 416.

If no modules are available that are capable of being deac-
tivated by alternate code in block 410, the method 400 may
advance to block 418. In block 418, any modules 420 that are
capable of being deactivated with default NOP processing or
by injecting a default NOP code or the like may be deter-
mined. In block 422, a selected module or modules may be
deactivated by injecting the default NOP code or by a similar
technique like that previously described. Any deactivated
modules may be added to the deactivated module list 416.

Ifthe CPU utilization 404, memory utilization 406, or both
does not exceed a respective, predetermined level in block
408, the method 400 may advance to block 424. In block 424,
a determination may be made whether the CPU utilization
404, memory utilization 406, or both are less than a preset
limit or threshold. If the utilization is not less than the preset
limit, the method 400 may end at termination 426. If the
utilization is less than the preset limit in block 424, the
method 400 may advance to block 428.

Inblock 428, a determination may be made if there are any
deactivated modules. If there are no deactivated modules in
block 428, the method may end at termination 426. Ifthere are
deactivated modules, the method 400 may advance to block
430.Inblock 430, a module or modules may be reactivated by
removing any code used to deactivate the module. The mod-
ule or modules may be reactivated in an order according to a
predetermined basis, such as priority of the module, impor-
tance, desirability or similar criteria. In block 432 any reac-
tivated module or modules may be removed from the deacti-
vated modules list 416.

The flowcharts and block diagrams in the Figures illustrate
the architecture, functionality, and operation of possible
implementations of systems, methods and computer program
products according to various embodiments of the present
invention. In this regard, each block in the flowchart or block
diagrams may represent a module, segment, or portion of
code, which comprises one or more executable instructions
for implementing the specified logical function(s). It should
also be noted that, in some alternative implementations, the
functions noted in the block may occur out of the order noted
in the figures. For example, two blocks shown in succession
may, in fact, be executed substantially concurrently, or the
blocks may sometimes be executed in the reverse order,
depending upon the functionality involved. It will also be
noted that each block of the block diagrams and/or flowchart
illustration, and combinations of blocks in the block diagrams
and/or flowchart illustration, can be implemented by special
purpose hardware-based systems which perform the specified
functions or acts, or combinations of special purpose hard-
ware and computer instructions.

The terminology used herein is for the purpose of describ-
ing particular embodiments only and is not intended to be
limiting of the invention. As used herein, the singular forms
“a”, “an” and “the” are intended to include the plural forms as
well, unless the context clearly indicates otherwise. It will be
further understood that the terms “comprises” and/or “com-
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prising,” when used in this specification, specify the presence
of stated features, integers, steps, operations, elements, and/
or components, but do not preclude the presence or addition
of one or more other features, integers, steps, operations,
elements, components, and/or groups thereof.

Although specific embodiments have been illustrated and
described herein, those of ordinary skill in the art appreciate
that any arrangement which is calculated to achieve the same
purpose may be substituted for the specific embodiments
shown and that the invention has other applications in other
environments. This application is intended to cover any adap-
tations or variations of the present invention. The following
claims are in no way intended to limit the scope of the inven-
tion to the specific embodiments described herein.

What is claimed is:

1. A system for managing code displacement, comprising:

an application server;
a manager operable on the application server;
an application operable on the application server, wherein
the application includes a plurality of modules each to
perform a different operation and wherein the manager
monitors a load or traffic level on the application; and

priority information associated with each module to permit
the manager to deactivate selected ones of the modules
based on the priority information to improve perfor-
mance of' the application in response to the load or traffic
level exceeding a predetermined threshold, wherein the
manager is configured to determine which modules of
the plurality modules are available for deactivation by
injecting an alternate code in response to the load or
traffic level exceeding the predetermined threshold and
to determine which modules of the plurality of modules
to deactivate by injecting a default no operation (NOP)
code in response to none of the modules of the plurality
of modules being available for deactivation by injecting
the alternate code.

2. The system of claim 1, further comprising a type of
replacement associated with each module.

3. The system of claim 2, wherein the type of replacement
comprises one of a no operation (NOP) type function and a
cached return value function to be returned in response to a
deactivated module being called and wherein this type of
replacement is associated with the deactivated module.

4. The system of claim 1, wherein the priority information
comprises a level of desirability for the associated module to
execute based on an importance of the associated module to
the application.

5. The system of claim 4, further comprising a property file
including an identity of each module, the importance associ-
ated with each module, and a type of replacement associated
with each module.

6. The system of claim 1, further comprising a code injec-
tion to be injected to disable a selected module in response to
a load or traffic level on the application exceeding the prede-
termined threshold, and wherein the code injection is
removed to reactivate the selected module in response to the
load or traffic level falling below the predetermined threshold.

7. The system of claim 1, wherein the manager comprises
a data structure to inject and remove the code injection from
the selected module.

8. A method for managing code displacement, comprising:

monitoring a load or traffic level on a software application

operating on a server, wherein the software application
includes a plurality of modules;

determining which modules of the plurality of modules are

available for deactivation by injecting an alternate code
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in response to the load or traffic level on the application
exceeding a predetermined threshold;

determining which modules of the plurality of modules to
deactivate by injecting a default no operation (NOP)
code in response to none of the modules of the plurality
of modules being available for deactivation by injecting
the alternate code; and

deactivating a selected number of modules based on a
predetermined basis associated with each module in
response to the load or traffic level on the application
exceeding the predetermined threshold.

9. The method of claim 8, further comprising reactivating a
chosen number of modules based on the predetermined basis
in response to the load or traffic level falling below a preset
threshold.

10. The method of claim 9, wherein the predetermined
basis comprises at least one of a priority of operation of the
module, a level of importance of the module to the applica-
tion, and a desirability of execution of the module during
operation of the application.

11. The method of claim 8, further comprising determining
a type of replacement associated with each module to be
returned in response to a deactivated module being called.

12. The method of claim 8, further comprising returning
one of a group of types of replacements including a no opera-
tion (NOP) type function and a cached return value function,
in response to a deactivated module being called and one of
these types of replacements being associated with the deac-
tivated module.

13. The method of claim 8, further comprising:

injecting a code injection to deactivate each module; and

removing the code injection to reactivate each module in
response to the load or traffic level falling below a preset
threshold.

14. The method of claim 8, further comprising determining

atype of code to be injected to deactivate a particular module.
15. The method of claim 14, wherein determining the type
of' code comprises determining one of a group comprising an
NOP code, a cache return value code and an alternate code.
16. A computer program product for managing code dis-
placement, the computer program product comprising:
a computer usable storage medium having computer
usable program code embodied therein, the computer
usable medium comprising:
computer usable program code configured to monitor a
load or traffic level on a software application, wherein
the application includes a plurality of modules;

computer usable program code configured to determine
which modules of the plurality of modules are avail-
able for deactivation by injecting an alternate code in
response to the load or traffic level on the application
exceeding a predetermined threshold;

computer usable program code configured to determine
which modules of the plurality of modules to deacti-
vate by injecting a default no operation (NOP) code in
response to none of the modules of the plurality of
modules being available for deactivation by injecting
the alternate code; and

computer usable program code configured to deactivate
a selected number of modules based on a predeter-
mined basis associated with each module in response
to the load or traffic level on the application exceeding
the predetermined threshold.

17. The computer program product of claim 16, wherein
the computer usable medium further comprises computer
usable program code configured to reactivate a chosen num-
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ber of modules based on the predetermined basis in response
to the load or traffic level falling below a preset threshold.

18. The computer program product of claim 16, wherein
the computer usable medium further comprises computer
usable program code configured to determine a type of
replacement associated with each module to be returned in
response to a deactivated module being called.

19. The computer program product of claim 16, wherein
the computer usable medium further comprises:

computer usable program code configured to inject a code

injection to deactivate each module; and

computer usable program code configured to remove the

code injection to reactivate each module in response to
the load or traffic level falling below a preset threshold.

20. The computer program product of claim 16, wherein
the computer usable medium further comprises computer
usable program code configured to determine a type of code
to be injected to deactivate a particular module.

21. The method of claim 8, further comprising adding an
identity of each deactivated module to a list of deactivated
modules.

22. The method of claim 8, further comprising:

providing the alternate code by the software application;

and

generating the default NOP code by the server.

23. The method of claim 22, wherein providing the alter-
nate code by the software application comprises reloading
original code with the alternate code by a one classloader of
multiple classloaders, wherein the software application
points to the one classloader that has the desired alternate
code.
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